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ReadLog Utility: Python Based Log Tool
and the First Step of a Comprehensive QC System

Zhihao (Haythem) Luo, Vertex Pharmaceuticals

ABSTRACT

Log checking is a crucial part of SAS programming quality control. To make this process smoother and
more robust, | have developed a python-based log checking and summarization tool to provide a better
alternative for different user scenarios. The tool provides an improved graphical user interface compared
to traditional log reviewing method; it can highlight all important log messages that the user feeds into the
application in batches; it creates a summary for different programming folders or even all programming
folders under a reporting effort; it also serves as an input for the comprehensive QC tool that is currently
in development.

This paper is a journal of how the ReadLog Tool was developed: | will talk about the thought process
behind the planning of this tool, the programming logic of how this tool works, how different components
were developed to achieve various functionalities, and an in-depth look at some of the Python codes used
along the way. | will also introduce my current plan of a comprehensive QC tool, which will be a
programming tracker that would integrate log checking, validation status, metadata and programs
crosschecking, changes monitoring, etc. all within one application.

INTRODUCTION

When thinking about SAS programming, writing the SAS codes itself is only the beginning of the job: Log
Reviewing and Quality Control (mainly validation with double programming) are the other two key
components in SAS programing development work. Without a proper method for SAS log review, this
process can be time consuming and tedious. The current process we use involves a mix of a SAS log
summary macros (which would process all .log files within a folder, look for certain keywords, and output
a summary for that folder) and then perform manual review of the .log files that is flagged by the macro.
The current process is not very efficient, nor is it user-friendly, and would require rerun of the macro every
time there is update to any log file in the folder. Therefore, | have started an initiative to develop a Python
based tool to improve this process.

FROM THEORY TO PRACTICE - THE FIRST WORKING DEMO

As it was probably the first Python Application project in the statistical programming department in our
company, | have broken down this project into several stages, and started development from its core
function — a “log navigation” tool: the tool will replace the current process of reviewing the .log file, which
uses plain text notepad and search for keyword identified by the SAS Macro. The very first version of this
tool consists only the basic functionalities: it can load in a .log file, check its contents against a list of pre-
defined keywords, provide a summary with highlights, and user can navigate through the log files by
selecting a line in the summary panel. With this demo, | will be able to evaluate how well a Python based
application would work in our SAS server, how everyone feels about this idea, and how much of an
improvement compared to the traditional way of log reviewing.

The initial demo program consists of four components: a keyword file in csv format, a function to load the
keyword file, functions to compare a log file with the keywords, and a graphical user interface.



INITIATING A NEW PYTHON PROJECT

When constructing a new Python project, a good habit is to first draft a pseudo structure of the program
by defining key objects and functions before writing any actual codes. Table 1 is a quick list of what
objects and functions we need for this program:

To do/To process | Functions Python Objects
Keywords CSV file | e To read the keywords CSV file and store as | e A list object to store the

a python object. contents from the CSV file.
Target .log file ¢ To create one method for .log file selection. | e A plain text object to store the

¢ To load in the .log file. full log file loaded.

Keyword matching | ¢ To compare with a list of exclusion o A list of keyword lines found
keywords and skip these rows. with the matching keywords
and attached with severity

e To process with the 4 level of keywords, level and color

and mark with the highest level.

Prepare for display | e To create a summary line for the counts of | e A list of keyword lines, with
different level of messages found. proper color attached to each

. L line for displa rpose.
¢ To navigate to the selected log line in the I ISplay purp

full log panel when clicked on the summary | ¢ A single line summary.
panel.

Table 1. List of High-Level Tasks, Functions and Objects

Then we can come up with pseudo codes below:

import csv
import tkinter as tk

class LogFileAnalyzer:
def __init__ (self, master):

self.keywords [1]
self.text_box = tk.Text
self.keyword_lines = []

self.keyword_listbox = tk.Listbox
self.summary_label = tk.Label

def load_keywords(self):

def open_log_file(self):

def check_exclude(self, line):

def check_keywords(self, line):

def navigate_to_line(self, event):



def update_keyword_counts(self):

def run(self):

self.master.mainloop()

if __name__ == '__main__"':
root = tk.Tk()
analyzer = LogFileAnalyzer(root)

analyzer.run()
Now that we have a plan, we will need to put in the pieces one by one. We will go through the
development of each function step by step.

KEYWORD FILE AND LOADING FUNCTION

The keyword file is a CSV file with four columns: message level, keywords, case indicator, and color. |
have defined five levels for the log messages in this file:

Critical: log messages that indicates there is an error which stops the execution of the SAS code,
or log messages that indicates there is a high possibility of altered outcome.

Warning: log message that indicates there is a possibility of altered outcome.
Review: custom log messages for various purposes.

Information: log messages generated by in-house macros for review.
Exclude: keywords to exclude unintendedly flagged messages.

Here is a screenshot of a reduced keyword CSYV file:

A B C D
1 |severity keyword case_sensitive color
2 |Critical (Critical log message that would terminate SAS execution or highly possibly affect the outcome of the program, required to be fixed) Y red
3 |Critical ERROR: Y red
4 |Critical FATAL Y red
5 |Critical MOTE: The SAS System stopped Y red
6 |Critical MOTE: DATA STEP stopped due to looping Y red
7 | Critical MOTE: Division by zero Y red
8 |Warning (wWarning log message that has possibility of impact on output and should be fixed) Y darkoranged
9 |Warning is uninitialized n darkoranged
10 |Warning MOTE: MERGE statement has more than one Y darkoranged
11 |Warning MOTE: Numeric values have been converted to character Yy darkoranged
12 |Warning MNOTE: Character values have been converted to numeric Y darkorange4
13 |Review (For custom queries coming from Macro or user defined checks that would require manual review efford) Y blue
14 |Review Review_Duplicate: n blue
15 |Review Review_SpecialCharacter: n blue
16 |Review Review_Reminder: n blue
17 |Information (For custom log massge that is informational only, lowest level of check) Y green
18 |Information FYI{ Y green
19 |Exclude (any log message identify with below keyword would be excluded from summary regardless of message leve) Y black
20 |Exclude put warning n black
21 |Exclude put error n black
22 |Exclude %put err n black

Figure 1. Keywords CSV file

The first step of setting up this program is to load in the keyword CSV file. To do so in Python, we would
develop the load_keywords function to process the file and turn them into Python “dataset”. Here is the
function to import the CSV file:

def load_keywords(self):

keywords = []



print("Enter keyword loading")
csv_file path = 'c:/temp/keywords.csv'

if os.path.exists(csv_file_path):
with open(csv_file path, 'r') as csv_file:

reader = csv.reader(csv_file)

next (reader)

for row in reader:
severity = row[@].strip().lower()
keyword = row[1].strip()
case_sensitive = row[2].strip().lower() == "y’
color = row[3].strip()

keywords . append ({
'severity': severity,
"keyword': keyword,
'case_sensitive': case_sensitive,
'color': color
9
print(keywords)
print("Exit keyword loading")
return keywords
We first define “keywords” to be a “list” object, as well as the path to the keywords file. Next, the
os.path.exists(csv_file_path) function would verify the existence of the file, and the
csv.reader(csv_file) function would load in the CSV file and turn it into a “list of lists”; then we will
store each line into a “list of dictionaries” object, which is an object equivalent to a table with 4 columns
(severity, keyword, case_sensitive, color). We will be able to verify the imported contents with this
print(keywords) function. This is how this list of dictionaries looks like in Python,
[ oo
{'severity": ‘critical’, 'keyword": 'ERROR:', 'case_sensitive": True, ‘color': 'red’},
{'severity": ‘critical', 'keyword": FATAL', 'case_sensitive": True, ‘color": 'red'},

{'severity": ‘warning', 'keyword": 'is uninitialized', ‘case_sensitive': False, 'color': 'darkorange4'},

{'severity": 'warning', 'keyword": '"NOTE: MERGE statement has more than one', ‘case_sensitive': True, ‘color’: 'darkorange4'},
{'severity": ‘warning’, '‘keyword": ‘NOTE: Numeric values have been converted to character’, ‘case_sensitive': True, ‘color":
'darkorange4',

{'severity": ‘review', 'keyword": 'Review_Duplicate:', ‘case_sensitive': False, ‘color": 'blue'},
{'severity": 'review', 'keyword': 'Review_SpecialCharacter:', 'case_sensitive": False, 'color": 'blue'},
{'severity": 'review', 'keyword': 'Review_Reminder:', 'case_sensitive": False, ‘color": 'blue'},

N

With this list loaded in Python, we can write a function to load in a .log file and check the file against this
keyword list we have.

LOG FILE SELECT AND PROCESSING

The next major proportion of the program is to process target .log files. We need to develop a practical
way for users to feed a .log file into the application, and to process the file right after. Within this function,
we will need to perform the following,

1. Create at least one method to read in a .log file,

2. Check the log file line by line to identify a match in keywords,
3. Create a summary of all the identified log lines,

4. Prepare objects/variables for final display.

First, we will define a master function for this purpose, and the very first step of this function is to ask for
the path and name of the .log file:

def open_log_file(self, file path=None):



"""Open a log file and analyze it"""
if not file_path:
file _path = filedialog.askopenfilename (
initialdir=".",
title="Select Log File",
filetypes=(("Log Files", "*.log"), ("All Files", "*.*"))
)

if file_path and file_path.lower().endswith('.log'):

self.text_box.delete('1.0"', tk.END)

self.keyword_listbox.delete(©, tk.END)

self.keyword_lines.clear()
The file path = filedialog.askopenfilename function will open a pop-up file explorer dialog box for
users to navigate and choose the .log file to process, then assign the path to file path variable. After
that, it will initialize the various objects holding different information pieces. Within this program,
self.text box is an object to hold the full texts loaded from the .log file for display;
self.keyword_listbox is an object to hold the matched log lines for display; self.keyword_lines is
an object to hold the matched log lines for back-end processes; all these initialization is to be done each
time a new .log file is loaded, so it will clear out the information stored from the last .log file.

After initialization of the objects, we need to open the file and process it line by line.

with open(file_path, 'r') as log file:
line_number = 1
for line in log file:
line = line.strip()
self.text _box.insert(tk.END, f'{line_number:08d}: {line}\n')

if self.check_exclude(line):
line_number += 1
continue

matched_keywords = self.check_keywords(line)
if matched_keywords:
self.keyword_lines.append((line_number, line, matched_keywords))

line_number += 1
The with open(file_path, 'r') as log_file clause will open the selected log file and turns it into a
list object, with each row of .log text being one entry in this object. We are giving each line of log a
line_number, and we will iterate through the log file line by line with a for loop. For each line of log, we
will insert them into the self.text_box object, then check for exclusion keywords with the
self.check_exclude function (see Appendix A). Any log line that satisfies the exclusion function will not
be processed further. If the log line gets pass the exclusion check, it will then check for the 4 level of
keywords from top to bottom with the self.check_keywords function (see Appendix A). If a critical
message is identified, it will not run for warning/review/information checks. If a match is found, this line of
log will be added to the self.keyword lines object.

Now that we have loaded in the log file and identified all the matching lines, we will construct the
summarization panel. In order make the result more intuitive, we are adding colors to different level of log
messages. Below is the function to process the log line and add them to the summary display panel.

for line_number, line, matched_keywords in self.keyword_lines:
self.keyword_listbox.insert(tk.END, f'{line_number:08d}: {line}")

for matched_keyword in matched_keywords:
keyword = matched_keyword[ 'keyword" ]
self.keyword_listbox.itemconfig(tk.END, {'fg': matched_keyword[ 'color']})
start_index = f'{line_number}.0’



end_index = f'{line_number}.end’

self.update_keyword_counts()
Notice that we have two objects for the keywords found (self.keyword listbox and
self.keyword_lines). They are not redundant but rather have different purposes. The
self.keyword lines object is to store the log lines with line number and keyword found within the line,
and will be used in the back-end for other functions (navigation, highlighting, etc.). The
self.keyword_listbox object is to be displayed in the user interface. First, we add each line of log in
the self.keyword_lines objectinto the end of the self.keyword listbox object. After that, modify the
newly added lines with color option. This function self.keyword_listbox.itemconfig(tk.END,
{'fg': matched_keyword['color']}) will change the text color of the newly added line with the
keyword’s color loaded from the CSV file. After adding and coloring all the keyword lines into the display
object, we will run through the self.keyword_lines object again to create counts of each level of log
lines found in this file, with self.update_keyword_counts() function (see Appendix A).

At this point, we have selected and loaded in a target .log file, processed it with the keywords loaded from
the keywords CSV file, and prepared all the necessary contents for display. We can start to construct the
graphical user interface of the tool.

DEVELOP GRAPHICAL USER INTERFACE

There are plenty of open-source Graphical User Interface (GUI) libraries for Python, and the one that |
used for this tool is called TKINTER. There are several advantages of using TKINTER: it is a built-in
Python library, so you will have it once you installed Python; it is an old fashion but well-established tool
so you can easily find help and examples online; it has all the basic functions to develop a simple to
moderately complex user interface.

TKINTER has various widgets for you to choose from when developing GUIs. It has label, listbox, button,
checkbutton, entry, frame, menu, scrollbar, etc. basically, for most of the elements you will find in a
standard windows application, you can find a corresponding object in TKINTER.

To have the most precise control on the arrangement of different widgets using TKINTER, we will need to
use Frame objects to split the window one by one. Figure 2 is how | would want the first demo to look like,
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Figure 2. Graphical User Interface Draft Design

And here is the code to build this interface,

def __init__(self, master):

self.

self.

self.

self.

self.

self.
self.

self.
self.

master = master
master.title( 'ReadLog')
master.geometry('1200x800")

paned_window = tk.PanedWindow(self.master, orient='horizontal',
sashrelief=tk.RAISED, sashwidth=5)
paned_window.pack(fill=tk.BOTH, expand=True)

left_frame = tk.Frame(self.paned_window)
paned_window.add(self.left_frame)

right_frame = tk.Frame(self.paned_window)
paned_window.add(self.right_frame)

From the above code, we first define the title and the size of this TK object. Then we add a TK object
Paned Window self.paned_window = tk.PanedWindow. Paned Window is an object with a sliding bar
in the middle of two separate panels. Within the PanedWindow, we will then create two tk.Frame objects
to hold contents, one for the left panel and one for the right panel. If you have more elements to add into

an interface,

you can continue to split the frames into smaller pieces. After splitting the window into

enough pieces, we can start adding the objects derived from previous sections into each place. We will
begin with left panel,

self.

self.

self.
self.
self.
self.

summary_label = tk.Label(self.left_frame, anchor='w',
padx=10, pady=10, font=('Helvetica', 12))
summary_label.pack(side=tk.TOP, fill=tk.X)

keyword_lines = []

keyword_listbox = tk.Listbox(self.left_frame, width=60, selectbackground='lightblue")
keyword_listbox.pack(side=tk.LEFT, fill=tk.BOTH, expand=True)
keyword_listbox.bind('<<ListboxSelect>>"', self.navigate_to_line)

scrollbar = tk.Scrollbar(self.left_frame, command=self.keyword_listbox.yview)
scrollbar.pack(side=tk.RIGHT, fill=tk.Y)

self.
In the above

keyword_listbox.config(yscrollcommand=scrollbar.set)
code, we create a tk.Label widget and a tk.Listbox widget, as well as attaching a

tk.Scrollbar to the listbox widget. The listbox widget contains the log lines with matching keywords we

derived from

the previous function. self.keyword_listbox.bind command will attach a function call of

self.navigate_to_line (see Appendix A) to the action <<ListboxSelect>>, which means that when a
line in this listbox is selected, it will call the self.navigate_to_line function and perform the
corresponding action defined within.

Next, we will define contents in the right frame,

self.text_box = tk.Text(self.right_frame, wrap=tk.NONE)
self.text_box.pack(side=tk.LEFT, fill=tk.BOTH, expand=True)

scrollbar = tk.Scrollbar(self.right_frame, command=self.text_box.yview)
scrollbar.pack(side=tk.RIGHT, fill=tk.Y)
self.text_box.config(yscrollcommand=scrollbar.set)



In the above code, we add a tk. Text widget which would hold the full text from the log file, as well as
adding a scrollbar to the right. The wrap=tk.NONE option will prevent the text from wrapping if it goes
beyond the viewable frame.

And to wrap up the tool, we will need to add in some buttons for initial function calls. There are several
options within the TKINTER toolset, but | have chosen to go with tk.Menu,

menu_bar = tk.Menu(self.master)

file_menu = tk.Menu(menu_bar, tearoff=0)

file_menu.add_command(label="Open Log File", command=self.open_log_file)

file_menu.add_command(label="Exit", command=self.master.quit)

menu_bar.add_cascade(label="File", menu=file_menu)

self.master.config(menu=menu_bar)
This is a simple dropdown menu, with "File" as the menu button, and having "Open Log File" and
"Exit" as the two command buttons in this menu. We can attach function call to each button by adding
command=option.

With all the codes put together, we now have a working demo of a log file analyzer tool.

7 ReadlLog

File

000000%8: ERROR: Cannot open $INCLUDE file ../../XXXOOXXX.sas.

Cnitical: 12, Warning: 11, Review: 0, Information: 1 00000099

00000100: proc datasets library = work kill nolist nodetails memtype=data;
00000101: quit;

0000010

00000103: Filename=E:\XXM¥XXX¥\documents\crf\acrf.fdf,

00000104: RECFM=V,LRECL=32767,File Size (bytes)=562409,

00000105: Last Modified=13Dec2023:21:32:51,

sed outof [ 10000106: Create Time=10Dec2023:13:52:55
re definite

j -
alid argument to function INPUT at line 632 colul WARNING: Truncated record. The potentially corrupt record was discarded.

i ! e
nvalid argument to function INPUT at line 632 colu NOTE: 142 records were read from the infile "acrf.fdrm.

-185: Format SYYMMDD was not found or could
MNING: Physical file does not exist, E\OOOOM0 sas,

Cannot open %INCLUDE file ../ 2000000 00000112:

NING: Truncated record. The potentially corrupt recor| 00000113:

28 + data this_file; infile 'UE_Diff_filES\EHK_EAEE.t.xt.' dsd truncover; input line

ERROR: Physical file does not exist,
Physical file does not exist, 00000114: E:\X000000\documents\gc\File compare\UC Diff files\CHK_BASE.Cxt.
stem stopped processing this step becau 00000115: MOTE: The SAS System stopped processing this step becauss of srrors.
00000116: NOTE: Duc to ERROR(s) above, SAS set option OBS—0, cnabling syntax check mode.

. < N i i
NING: The data set WORK.THIS_FILE may be incompl This prevents execution of subsequent data modification statements.

NG: Data set WORK.THIS_FILE was not replaced bec|
Executing EX=%nrstr(%huild(section=CLD1,a= %nrstr(4), b

WARNING: The data set WORK.THIS FILE may be incomplete. When this step was stopped there
‘ observations and 1 variables.
NING: Apparent invecation of macro LOGCHECKRES! 00000120: WARNING: Data s=t WORK.THIS_FILE was not replaced becauss this step was stopped.

tatement is not valid or it is used out of 0000012 : DATA statement used (Total process time):

s printed on page 60, 0000012 i 0.01 seconds
alid argument to function INPUT at line 1987 col| [ga0a012 i 0.01 seconds

07156: NOTE: Mathematical operations could not be performed a 00000124

00000125: Executing EX=%nrstr(%build(section=CLD1,a=%nrstr(4),b=742,c=%nrstr(),d=$nrstr (FATAL)))
Executing EX=%nrstr (%build (section=CLD1,a=$nrstr (5),b=T43,c=%nrstr(),d=$nrstr (UNENOWN)))

WARNING: Apparent invocation of macro LOGCHECKRESULTS not resolved.
447
flogcheckresults;

00000133:
00000134: ERROR 180-322: Statement is not valid or it is used out of proper order.
00000135: The 5AS System

ERROR: Errors printed on page 60.

00000140: NOTE: The SAS System used:

00000141: real time 53.75 seconds

0000014 cpu time 29.43 seconds

00000143:

00000144: MPRINT (DT) : data dosefrz;

00000145: MPRINT (DT) : set mydatal;

00000146: MPRINT(DT}: if mydatel>"';

Jnnnnn147: MPRINT (DT rrradn r = inounlsubsrr mvdarel 1101 vvmmddlo. )

Figure 3. First Working Demo

CONTINUOUS DEVELOPMENT = IMPLEMENTATION OF VARIOUS FEATURES

In this section, we will move from entry level Python utilization to slightly advanced level. It requires more
fundamental understanding and may not be as straightforward as the previous section.



The demo had proven that Python is a suitable tool for windows application development for use in our
SAS server, the next step in my plan is to fulfill other missing pieces to eventually replace the existing log
review process. Several additions would need to be made to achieve this goal:

1. It should be capable of processing multiple or all .log files within a folder,

2. It should generate a summary report output that would be compatible with the current summary
report from SAS macro,

3. It should be executable at the end of a batch file, so the log tool would be executed and start
processing all .log files within the same folder right after the last SAS program is finished in a
batch run.

4. 1t should be a standalone application, with no dependencies on Python installation.

5. Additional quality-of-life features.

EXPAND THE GUI TO HOLD MULTIPLE FILES

To expand the functionality of the demo for opening multiple .log files at the same time, we can utilize the
notebook widget within the TKINTER library. Within the TKINTER package, Themed TK (TTK) is a set of
newer widgets compared to TK widgets. It gives themes to different widgets and usually provide a better
appearance on different platforms. A ttk.Notebook widget can hold multiple copies of the same TK
widgets in the back-end, and will bring up a specific copy to be displayed when a corresponding tab is
selected. One of the excellent features of TKINTER is that not only can you split the Ul by adding frames
inside, but you can also add things outside to wrap around the existing widgets and frames. To utilize a
ttk.Notebook widget, we will move all the Ul creation codes from the above program into a separate
function, and add a ttk.Notebook object into the main body of the code.

class LogFileAnalyzer:
def __init__(self, master, **kwargs):

self.notebook = ttk.Notebook(self.master, **kwargs)
self.notebook.pack(fill=tk.BOTH, expand=True)

def create_tab(self, file path):
"""Create a new tab with components"""
tab = ttk.PanedWindow(self.notebook, orient="horizontal")
tab.pack(fill=tk.BOTH, expand=tk.TRUE)
self.notebook.add(tab, text=os.path.basename(file_path))

By creating the self.notebook as a class variable, we can use the create_tab as an independent
function to create new tab. The create_tab function will then be integrated into the open_log_file, so it
will create a new tab within this notebook when a .log file is fed to the application. The rest of the code in
create_tab function is mostly the same as when building the Ul. But instead of putting the
PanedWindow into the main TK object, we will add it into the notebook as a tab.

Besides changing the Ul to hold multiple .log files, we will also need to add in functionality to take in
multiple .log files. Luckily, there is already an existing solution in TKINTER.



def open_log_file(self, file path=None):
"""Open a log file and analyze it"""
if not file_path:
file_path = filedialog.askopenfilenames (
initialdir=".",
title="Select Log File",
filetypes=(("Log Files", "*.log"), ("Text Files", "*.txt"), ("All Files", "*.*"))
)

if file_path:
if isinstance(file_path, tuple):
for fp in file_path:
self.open_log_file(fp)

By changing the function filedialog.askopenfilename to function filedialog.askopenfilenames, it
allows users to select and open multiple .log files. However, changing from old function to the new one
would also change the formatting of how the file path variable would look like. We will need to add in
codes to separate the multiple file names and paths into individual ones before processing.

The second piece of code above would verify whether the variable file pathis a tuple (similar to a list
but has different property and usage). If that is true, it will then separate the value from the tuple, and for
each value, call the function open_log_file again. open_log_file now becomes a recursive function:
we call the open_log_file function within this same open_log_file function. And here is a diagram of
how the logic works within this recursive function:

Run
askopenfilenames

Call Is file_path
open_log_file populated?

A 4

Continue
No processing of
open_log_file

Yes Is file_path Tuple?

Break up file_path
into strings

Figure 4. Path of Recursive open_log_file Call with Multiple Files Selected

At the beginning of the function call, it first verifies whether the file path variable has value. In some
other, scenario we can attach file_path value into the open_log_file function call (see Setting up the
Application with Operation System). If file path is null, the file selection dialog will pop-up (blue path).
Once the file_path variable is populated from the dialog or it carries value from the function call itself,
the code will check whether the file path variable is a tuple. If it is a tuple (orange path), the code will
divide the tuple into multiple single paths and recursively call the function one string at a time. This time
the file_path variable becomes a string with single file path, it will then process the remaining code
(green path). This process will run as many times as needed until each file path string is processed
through the open_log_file function.

By adding in tab overlay as well as the option of multiple file selection, the tool is now capable of
processing multiple .log files at the same time. And here is a screenshot of the second demo, with added
tabs and other visual improvements:
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Open Log File Close Tab Close ALL Tab Exit

@ ZCHECKLOGlog X v-selog ¥ v-pelog X v-eg-suppeglog X  v-ec-suppec.log X v-dv-suppdv.log X v-dm-suppdm.log X v-cm-suppcm.log ¥ v-ae-suppaelog X @ testlog X

. . 00000083: MPRINT (RAW D5 _IN 5V): *if strip(upcase (visit))="XXXXXXXX" then visit="XXX A
11, Review: 0, Information: 1 LR e e Y]
00000085:

: NOTE 484-185: Format $YYMMDD was not found or could not be loaded.

NOTE: There were 1133 observations read from the data set WORK.D PK_TPT_O.
INING: Some character data was lost during transcoding | |gg0gopse: NOTE: The data set WORK.D PK TPT 0 has 1133 observations and § variables.
NING: Some character data was lost during transceding 00000080: WOTE: Compressing data set WORK.D PK TPT 0 decreased size by 76.92 percent.
R 120-322: Statement is not valid or it is used out of proj 00000091: Compressed is 3 pages; un-compressed would require 13 pages.

INING: The final Hessian matrix is not positive definite, af  |o00000s2: NOTE: DATA statement used (Total process time):
NOTE: Invalid argurnent to function INPUT at line 832 colurnr| 00000083 :

! 1 : real time 0.01 seconds
NOTE: Invalid argument to function INPUT at line 632 columr| 90000084

OTE 484-185: Format SYYMMDD was not found o could noj
VARNING: Physical file does not exist, EXXXXXXXX,sas.

: cpu time 0.01 seconds

00000085:

00000096: 17 sinclude "../../standard.sas":

00000087: WARNING: Physical file does not exist, E:\XXXXXXXX.sas.

WNING: Truncated record. The potentially corrupt record v |55556098: ERROR: Cannot open SINCLUDE file ../../XXXXKHXX.sas.
RROR: Physical file does not exist, S0000085: 1t

: NOTE: The SAS System stopped processing this step because | |g0000100: 19

! ) k ; proc datasets library = work kill nolist nodetails memtype=data;
E: Due to ERRO SAS set option OBS=0, enablir| 500501015 20

3 quit;
VORK.THIS_FILE may be incomplete,  |o0000102+
tNING: Data set WORK.THIS_FILE was not replaced becau!  \56505103: Filename=E: \XXXXXXXX\documents\crf\acrE. £df,
5: Executing EX=Senrstr(%build(section=CLDLa=%nist(96=T4 500001041 RECEMAY, LRECIN32767, File Size (bysos)=5e2208,
NARNING: Apparent invocation of macro LOGCHECKRESULT | 00000108 Last Modifisd—13Decs2s:21:32:51,
RROR 1 Statement s not valid or itis used oUt of Projl | 00000106: Create TimemiODeca023:15:52 55

RROR: Errors printed on page 60, 0000107+
: NOTE: Invalid argument to function INPUT at line 1987 colum| 0000108
6: NOTE: Mathematical operations could not be performed at th

: WARNING: Truncated record. The potentially corrupt record was discarded.
0000010%: NOTE: 142 records were read from the infile "acrf.fdf".

00000110:

00000111: 29 + data this_file; infile 'UC_Diff files\CHK_BASE.txt' dsd truncov
00000112:

00000113: ERROR: Physical file does not exist,

00000114: E:\X0000000\documents\gc\File compare\UC_Diff files\CHK BASE.txt.
Q00000115: NOTE: The SAS System stopped processing this step becauses of errors.

< > v

Figure 5. Second Demo with Multiple Log Files Capacity
GENERATING SUMMARY REPORT OUTPUTS

With the additional functions mentioned above, the tool is now capable of replicating 80% of the
traditional method of log file review. The last piece of the puzzle would be to generate a summary report.
For most of the functionalities we created above, they focus mostly on improving the user experience of
individual programmers, while the summary report is designed to help the study lead or other quality
control/quality assurance personnel to review all .log files in each programming folders. The summary
reports residing in each programming folder should serve several purposes:

1. It provides an alternative way of reviewing when different programmers or study lead need to
check on the status of the log files.

2. It provides a snapshot of the status of the log files after a batch run. It works as a supporting
material for documentation, QC/QA procedures and archiving.

3. Italso serves as an input for other applications.

We would want the report to focus on the most severe issues within this folder, and study leads should be
able to tell whether the quality of the .log files within this folder passed all the checks, or there are still
outstanding log issues to be resolved.

From the above codes, there is already an object we can use for this purpose. We have the class variable
self.keyword_lines which holds all the identified log lines within each .log file and is ready to be
processed to create such a report. This variable is holding all the important information as a list of lists
object, which is very similar to SAS dataset. And we just need to create an output with a summary table
followed by an explicit listing of all the issues found, sorted by descending severity.

def export_result(self, file path=None):

outReportClean []
outReportIssue []
outReportCombine = []
cleanCount = 0
issueCount = 0

We will first define several temporary variables to store the information we need to export. By default the
report will be saved at the same location as where the first .log is processed, and it will have a default
name Log_summary.txt. It will then process the stored information from self.keyword_lines from each
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file and append them into either outReportIssue for log files with issues identified, or outReportClean
for clean log files. Depends on the purpose of this report, we will write either just the outReportIssue
variable, or both outReportIssue and outReportClean variables into the summary report. In the
meantime, for each clean log or log with issues, we do +1 for the cleanCount or the issueCount. Then
we can perform some file writing using the open file function, similar to how we read in .log files, but doing
it reversely: we will combine all the texts we want to write to the file in an object of a list, use a for loop to
separate this list into individual strings, and write to the file line by line. And below is an example of how
the report looks like:

L | mmary.ct pad
File Edit Format View Help
|

I
Report Location ¢ C:\Users\luoz\OneDrive - Vertex Pharmaceuticals\Documents\Haythem Presentations\2@8240113 PharmaSUG\demo log files\Log_Summary.txt

Report Date 1 2024-93-11 22:03
Log File with Issues : 2; test.log; v-dv-suppdv.log
Log File Clean : 5

#*** Start of test.log ***
Path: C:\Users\luoz\OneDrive - Vertex Pharmaceuticals\Documents\Haythem Presentations\20240113 PharmaSUG\demo log files\test.log
Date: 2024-83-82 23:25 / 8 day(s) 21 hour(s) ago
Critical: 12 | Warning: 11 | Review: 8 | Info: 1
0e0e20@9>>CRITICAL>>ERROR:
00008010> >WARNING>>WARNING:
00080826 >>WARNING>>WARNING: Some character data was lost during transcoding in column: Deviation Description at obs 156.
00000027 >>WARNING>>WARNING: Some character data was lost during transcoding in column: Action Taken at obs 316.
00000836>>CRITICAL>>ERROR 18@-322: Statement is not wvalid or it is used out of proper order.
00000851 >>WARNING>>WARNING: The final Hessian matrix is not positive definite, and therefore the estimated covariance matrix is not full rank and may be
00000068>>CRITICAL>>NOTE: Invalid argument to function INPUT at line 632 column 38.
00000069 >CRITICAL>>NOTE: Invalid argument to function INPUT at line 632 column 81.
00000086> >WARNING>>NOTE 484-185: Format $YYMMDD was not found or could not be loaded.
08080897 >>WARNING>>WARNING: Physical file does not exist, E:\JOOOOXXX.sas.
08088098>>CRITICAL>>ERROR: Cannot open %INCLUDE file ../../X00KXXX.sas.
00000108 >>WARNING>>WARNING: Truncated record. The potentially corrupt record was discarded.
00000113>>CRITICAL>>ERROR: Physical file does not exist,
00000115>>CRITICAL>>NOTE: The SAS System stopped processing this step because of errors.
00000116>>CRITICAL>>NOTE: Due to ERROR(s) above, SAS set option 0BS=8, enabling syntax check mode.
00000118 >>WARNING>>WARNING: The data set WORK.THIS_FILE may be incomplete. When this step was stopped there were @
08080120>>WARNING>>WARNING: Data set WORK.THIS_FILE was not replaced because this step was stopped.
00000125>>CRITICAL> >Executing EX=¥nrstr(%build(section=CLD1,a=%nrstr(4),b=742,c=¥nrstr(),d=%nrstr(FATAL)))
00000128 >>WARNING>>WARNING: Apparent invocation of macro LOGCHECKRESULTS not resolved.
00000134>>CRITICAL>>ERROR 18@-322: Statement is not wvalid or it is used out of proper order.
00000138>>CRITICAL>>ERROR: Errors printed on page 60.
ARARATSAs s CRTTTCAL sSNNTF: Trwalid arcument +n functinn THRIT at 1ine 1987 rnlumn 2

Ln1, Coll 100%  Windows (CRLF) UTF-8

Figure 6. Contents from Summary Report

You may wonder why | chose to use a .txt file as the summary. It feels like | just defeat the purpose of
moving away from plain text file and now going backwards again. But in fact, they are completely different
scenarios. | have chosen to go with a .txt format because most of the time .txt file can be open
immediately, and the tool is providing the summary in the first several rows of the report, so the reviewer
will not need to go any further to get the information they need. Therefore, a txt file here would satisfy the
requirements while having the best performance compared to other formats. The full text file, on the other
hand, is a full snapshot of a summary of all the log messages identified and fully satisfied the
requirements for documentation purpose as well.

SETTING UP THE APPLICATION WITH OPERATION SYSTEM

The tool now should check all the boxes | initially planned for. However, there are still plenty of aspects
for improvement. With proper configuration, we can set up an OS environment link of the .log format to
the tool. For instance, we can add codes for the Python program to understand this action: when the
application is “launched with” a .log file, it should call the open_log_file function with the path and name
of the attached .log file, and, on the other hand, set up a link from the Operation System to open all

the .log format files with this tool. Then we can open any .log file anywhere with the tool by double clicking
the .log file:

if len(sys.argv) > 1:
log_file _paths = [file_path for file_path in sys.argv[1:] if file_path.lower().endswith('.log")]
for log_file_path in log_file_paths:
analyzer.open_log_file(log_file_path)
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With this part of code defined in the top-level environment, it enables the application to look for additional
arguments that were fed into the execution command at launch. After linking the .log format in the
operation system, when we open a .log file (i.e. C:\Temp\text.log) by double clicking, an equivalent
command would be executed in the OS:

ReadlLog.exe C:\Temp\text.log

The if statement with 1en(sys.argv) > 1 will check whether the command itself contains more than one
argument; the second row of code will then perform a .log file path verification. For each .log file path, the
tool will call open_log_file to open and analyze it.

With the set up above, we can expand the command to let the tool takes in multiple .log files with batch
files (see Appendix C).

PREPARE FOR DISTRIBUTION

Not every computer or server has Python. Technically, if someone want to run a piece of Python code,
they will need to install Python as well as the corresponding libraries into their computer. But there is
another way to bypass this requirement. When we need to publish a Python project to the server or
distribute it to other users on their laptops, we will need to create an executable package which would
include all the required libraries. In this case, we will need to download and run a Python package called
Pyinstaller. It will search for all the dependent packages within Python, put them all into a single folder
and convert your .py codes into an executable file (.exe in Windows). Then you can run it like all your
other Windows executables or distribute it to target users. Here is an example of how to compile an
executable package for ReadLog_Demo.py:

PS C:\Temp> pyinstaller --onefile --windowed readlog_demo.py

The “onefile” option would package everything into a single executable file (which is a compressed file,
easier for distribution and management but slightly increase launch time). “Windowed” option would hide
the command line window used by Python execution.

OTHER QUALITY-OF-LIFE IMPROVEMENTS

Drag and Drop function is probably the most anticipated addition to the tool. For individual programmers,

you can now keep the application open, and drag-and-drop any .log file into the tool to open them. It can

handle multiple file drops which greatly improve the user experience of the tool. There are plenty of Drag-
and-Drop extension libraries that is built around TKINTER and are publicly available online.

A refresh button is attached to individual .log file panel. This button will call the open_log_file again to
reload and re-summarize the selected .log file. It significantly improves the experience of individual
programmer who is debugging single SAS program.

A status bar is also added into the interface, which would let the user know the path of the .log they have
opened, the date time of the file last modified and how long ago it was modified (i.e., 2023-03-01 12:15/5
min(s) ago), and a simple search function.

Current version of the tool can check through all .log within a selected folder and all its subfolders. This is
useful when performing a thorough check on a whole deliverable or even a whole study. However, it will
also open some of the unintended .log files (i.e. backed up .log from previous run, .log from retired items,
other.log files that does not require formal QC, etc.). A function to open only the intended programming
folders within a reporting effort folder is under construction and will be added in the next version. This
function would check through all .log files with a list of predefined programming folders under a reporting
effort folder, and create a single summary report for all issues.

As of March 2024, we are using a stable version of the tool as below,
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1 Open Fil

efs) I Hide Info Messages Show/Hide Clear Logs

12| Warning: 11| Review: 0| Info: 1 s
00000006: FYI(
00000009: ERROR:
00000010: WARNING:
0000D026: WARNING: Some character data was lost durir 00000100:
00000027: WARNING: Some character data was lost durir 00000101:
00000036: ERROR 1B0-322: Statement is not valid or it |[|00000102:
D0000051: WARNING: The final Hessian matrix is not pc ||00000103:
D0DD0068: WOTE: Invalid argument to function INPUT at | (00000104
DO0DD069: NOTE: Invalid argument to function INPUT af | 00000105:
DO000086: NOTE 484-185: Format $YYMMDD was not found | 0o09010€:
00000097: WARNING: Physical file does mot exist, E:\y ||00000107:
00000098: ERROR: Cannot open %INCLUDE file ../../ /X300 gggggig;
00000108: WARNING: Truncated record. The potentially 0000110:
00000113: ERROR: Physical file does not exist 00000111
0D0000115: NOTE: The SAS System stopped processing thi 00000112:
00000116: NOTE: Due to ERROR(s) above, SAS set optior 00000113:
DO000118: WARNING: The data set WORK.THIS FILE may be¢ ||ggo001ld:
00000120: WARNING: Data set WORK.THIS FILE was not re 00000115;
00000125: Executing EX=%nrstr(%*bnild(section=CLD1,a=% 00000116:
0D000128: WARNING: Apparent invocation of macro LOGCE 00000117
00000134: ERROR 1B0-322: Statement is not valid or it 00000118:
00000138: ERROR: Errors printed on page 60. 00000113:
D0000154: WOTE: Invalid argument to function INPUT ai ||00000120:
00000156: NOTE: Mathematical operations could not be 000001
000001
00000123:
00000124:
00000125:
00000126:
00000127
00000128:
00000129:
00000130:
<

Refresh All Log Files (WIP)

Save Summary Report (WIP) Close ALL Tabs ChangeLog

.tast.log X v-ae-suppaelog X v-cm-suppcmilog X v-dm-suppdmilog ¥ v-ds-suppds.log X | v-dv-suppdv.log X v-ec-suppeclog X v-eg-suppeglog X v-ie-suppielog ¥ v-lb-supplblog ===
No 0 Path: C:\Tempitestlogitest log Date: 2024-03-02 23:25 / 2 day(s) 15 hour(s) ago Search |

g9g: 17 finclude "../../standazd.sas";

: WARNING: Physical file does not exist, E:\XXXXXXXX.sas.
: ERRCR: Cannot opsn :$INCLUDE file ../../XXXXXXX.=as.

: 18

18 proc datasets library = work kill nolist nodetails memtype=data;
20 quit;

Filename=E : \}2ODOXX\documentsh\crfhacrf. £fdf,

: RECFM=V,LRECL=32767,File Size (bytes)=562409,

Last Modified=13Dec2023:21:32:51,
Create Time=10Dec2023:13:52:55

WARNING: Truncated record. The potentially corrupt record was discarded.
HOTE: 142 records were read from the infile "acrf.fdf".

23 + data this_file; infile 'UC_Diff_files\CHK BASE.txt' dsd truncov

: ERRCR: Physical file does not exist,

E: \XXOXXX\documentshge\File_compare\UC Diff files\CHK BASE.txt.

NOTE: The SAS System stopped processing this step because of errors.

NOTE: Due to ERROR(s) abowve, SAS set option OB5=0, enabling syntax check mc
This prevents execution of subsequent data modification statements.
WARNING: The data set WORK.THIS_FILE may be incomplete. When this step was
observations and 1 variables.

WARNING: Data set WORK.THIS FILE was not replaced because this step was stc

: NOTE: DATA statement used (Total process time):
: real time 0.01 seconds

cpu time 0.01 seconds

Executing EX=%nrstr (%tbuild(section=CLDl, a=%nrstr (4),b=742, c=%nrstr(),d=%nrs
Executing EX=%nrstr (%$build(section=CLD1,a=%nrstr (5),b=743,c=%nrstr(),d=%nrs

WARNING: Apparent invocation of macro LOGCHECKRESULTS not resolwved.
447
448 %logcheckresults;

Figure 7. March 2024 Version of ReadLog Utility

The tool can now fully replace the traditional way of SAS .log reviewing process within the statistical
programming department. We are currently still in the process of feedback collection and refinement of
the tool, at the same time figuring out a way to QC the results to ensure the accuracy of the summarized
log messages, before formally distributing the tool to all programmers.

THE END GAME — A COMPREHENSIVE QC SYSTEM

With the ReadLog Tool mostly completed, | have started planning my next project, which would automate
many other QC processes we face in statistical programming works. It is still an early stage of a plan to
develop a Comprehensive Quality Control System for SAS programming. The system should include
components to perform the following activities,

1.
2.

SAS .log QC and documentation.

SAS validation results management, a way to summarize the PROC COMPARE result.

SAS programs cross checking among SDTM, ADaM and TFLs

a. SDTM, ADaM and TLFs metadata changes monitoring (check if program has been updated
or rerun after a change in specs or shells)

b. SDTM, ADaM and TLFs dependencies check (ensure ADaM is rerun if corresponding SDTM
dataset updated, same for TLFs with ADaM).

c. SAS file timestamps and LOG file timestamps check (ensure program is rerun after changes
were made, and QC program run after production program).

d. Program files and metadata cross check (identify missing programs).

A new tool (Excel VBA, new tool developed in Python or other language) to dynamically generate
a programming progress and comments tracker, and integrate all the information above into the
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tool.

With the ReadLog Utility, we can export raw data as input for this comprehensive tool. A lot of the other
required information can be obtained by making slight modifications to existing SAS macros.

The body part of the tracker will be dynamically generated with metadata from SDTM, ADaM and TFLs.
As a programming tracker, individual programmers can enter their names and comments into each item
they worked on. The status of log files, PROC COMPARE results, dependency checks and chronology
checks would be obtained from prepared datasets in a centralized location for each reporting effort, and
users also have the option to refresh any results by calling different connected applications or macros to
run in the background.

OTHER ADAPTATIONS

Although | started this tool with the intention to smoothen the .log file review process, the tool itself is not
attached to .log or any file format, nor is it useable only for SAS log review. It is in fact a “Keyword
Identification and Navigation Tool” with a set of predefined keywords. If you have a proper keywords
spreadsheet, you can adapt this tool to look for other keywords in documents with other formats.

For example, RTF and HTML formats are widely used in statistical programming, and they store
information in human readable syntaxes (whereas DOCX is a compressed format and opening the
file with text editor will give you unreadable wall of texts). If you have a list of unwanted characters,
terms, or syntaxes you would want to identify in the source text of an RTF or an HTML file, this tool
can be converted to perform such action.

CONCLUSION

There are a lot of area of improvements awaiting to be made in the statistical programming world. Python
is a language that is comparatively easy to learn, and widely compatible with open-source libraries to help
you achieve your goal. | hope my article would give you inspiration and motivate everyone to start their
own Python projects soon.

RECOMMENDED READING
This is the instruction document for TKINTER library:

e Tkinter — Python interface to Tcl/Tk (https://docs.python.org/3/library/tkinter.html, Last Accessed
3/11/2024)

CONTACT INFORMATION
Your comments and questions are valued and encouraged. Contact the author at:

Zhihao (Haythem) Luo
Vertex Pharmaceuticals
Haythemluo1987@gmail.com
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APPENDIX
APPENDIX A: FULL PYTHON CODES OF THE FIRST WORKING DEMO

Below is the full Python code of the first working demo. To execute this piece of code, you will need to
install Python application from official source, copy the code fully into Python editor, and save it as a
Python code file in .py format. You will also need your own Keywords.csv file to run this code properly.
The file can be put at the same location as where you save your .py python code at, or you can give a fix
location to the keywords.csv file by modifying this line of code csv_file path = './keywords.csv'in
the program.

Filename: ReadLog_Demo.py
Path: c:\temp\

Body:

Project Name: ReadlLog Utility

Purpose: Create an interactive GUI for log checking activities
Quick navigation to indicated log messages

Author: Haythem Luo

Email: haythemluo1987@gmail.com

Current Version: 0.1

Version history: 0.1 Initial version with log message indication and navigation

import os

import csv

import sys

import tkinter as tk
from tkinter import filedialog

class LogFileAnalyzer:
def __init__(self, master):
self.master = master
self.master.title('ReadLog")
self.master.geometry('1200x800")

self.paned_window = tk.PanedWindow(self.master, orient="horizontal',
sashrelief=tk.RAISED, sashwidth=5)
self.paned_window.pack(fill=tk.BOTH, expand=True)

self.left frame = tk.Frame(self.paned_window)
self.left_frame.pack(fill=tk.BOTH, expand=True)
self.paned_window.add(self.left_frame)

self.right_frame = tk.Frame(self.paned_window)
self.right_frame.pack(fill=tk.BOTH, expand=True)
self.paned_window.add(self.right_frame)

self.summary_label = tk.Label(self.left_frame, anchor='w",
padx=10, pady=10, font=('Helvetica', 12))
self.summary_label.pack(side=tk.TOP, fill=tk.X)
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# Create keyword lines listbox and summary Llabel in the Lleft panel

self.keyword_lines = []

self.keyword_listbox = tk.Listbox(self.left_frame, width=60, selectbackground="'lightblue")
self.keyword_listbox.pack(side=tk.LEFT, fill=tk.BOTH, expand=True)
self.keyword_listbox.bind('<<ListboxSelect>>"', self.navigate_to_line)

# Create a scroll bar for the keyword Listbox

scrollbar = tk.Scrollbar(self.left_frame, command=self.keyword_listbox.yview)
scrollbar.pack(side=tk.RIGHT, fill=tk.Y)
self.keyword_listbox.config(yscrollcommand=scrollbar.set)

# Create a scrollable text widget in the right panel
self.text_box = tk.Text(self.right_frame, wrap=tk.NONE)
self.text_box.pack(side=tk.LEFT, fill=tk.BOTH, expand=True)

# Add a scrollbar to the text widget

scrollbar = tk.Scrollbar(self.right_frame, command=self.text_box.yview)
scrollbar.pack(side=tk.RIGHT, fill=tk.Y)
self.text_box.config(yscrollcommand=scrollbar.set)

# Load keywords from the CSV file
self.keywords = self.load_keywords()

# Create a menu bar

menu_bar = tk.Menu(self.master)

file_menu = tk.Menu(menu_bar, tearoff=0)
file_menu.add_command(label="Open Log File", command=self.open_log_file)
file_menu.add_command(label="Exit", command=self.master.quit)
menu_bar.add_cascade(label="File", menu=file_menu)
self.master.config(menu=menu_bar)

def load_keywords(self):
# Load keywords from the CSV file
keywords = []
print("Enter keyword loading")
csv_file_path = os.path.join(os.path.dirname(sys.executable), 'keywords.csv')
if not os.path.isfile(csv_file path):
# put the keywords.csv file at the same folder
csv_file_path = './keywords.csv'

if os.path.exists(csv_file_path):
with open(csv_file_path, 'r') as csv_file:

reader = csv.reader(csv_file)

next(reader) # Skip the first row

for row in reader:
severity = row[@].strip().lower()
keyword = row[1].strip()
case_sensitive = row[2].strip().lower() == 'y
color = row[3].strip()

keywords . append ({
'severity': severity,
'keyword': keyword,
‘case_sensitive': case_sensitive,
‘color': color
3
print(keywords)
print("Exit keyword loading")
return keywords
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def open_log_file(self, file_path=None):
# Open a log file and analyze it
if not file_path:
file_path = filedialog.askopenfilename (
initialdir=".",
title="Select Log File",
filetypes=(("Log Files", "*.log"), ("All Files", "*.*"))
)
# Verify file to be .log file and initialize variables
if file_path and file_path.lower().endswith('.log"):
self.text_box.delete('1.0', tk.END)
self.keyword_listbox.delete(©, tk.END)
self.keyword_lines.clear()

# open file and write into text_box
with open(file_path, 'r') as log_file:
line_number = 1
for line in log_file:
line = line.strip()
self.text_box.insert(tk.END, f'{line_number:08d}: {line}\n")

# Check if the Lline should be excluded based on the 'Exclude' severity
if self.check_exclude(line):

line_number += 1

continue

# Check if the Line matches any keyword
matched_keywords = self.check_keywords(line)
if matched_keywords:
self.keyword_lines.append((line_number, line, matched_keywords))

line_number += 1

# Display the keyword Lines in the Lleft panel
for line_number, line, matched_keywords in self.keyword_lines:
self.keyword_listbox.insert(tk.END, f'{line_number:08d}: {line}")

for matched_keyword in matched_keywords:
keyword = matched_keyword[ 'keyword']
self.keyword_listbox.itemconfig(tk.END, {'fg': matched_keyword['color']})
start_index = f'{line_number}.0'
end_index = f'{line_number}.end’

# Display the keyword counts in the summary Label
self.update_keyword_counts()

def check_exclude(self, line):
# Check if the Lline should be excluded based on 'Exclude' severity
for keyword in self.keywords:
if keyword[ 'severity'] == 'exclude' and keyword['keyword'].lower() in line.lower():
return True
return False

def check_keywords(self, line):
# Check if the line matches any keyword
matched_keywords = []
for keyword in self.keywords:
if keyword[ 'case_sensitive']:
if keyword[ 'keyword'] in line:
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if _ _name__

matched_keywords.append(keyword)
else:
if keyword[ 'keyword'].lower() in line.lower():
matched_keywords .append(keyword)
return matched_keywords

def navigate_to_line(self, event):
# Navigate to the selected Lline in the log file
selected_index = self.keyword_listbox.curselection()
if not selected_index:
return

line_number = int(self.keyword_listbox.get(selected_index[0]).split(':"')[0])
self.text_box.tag_config('highlight', background="lightblue")
self.text_box.tag_remove('highlight', '1.0', tk.END)
self.text_box.tag_add('highlight', f'{line_number}.0', f'{line_number}.end")
self.text_box.see(f'{line_number}.0")

def update_keyword_counts(self):
# Update the kReyword counts in the summary Label
keyword_counts = {keyword['severity']: @ for keyword in self.keywords}
for line_number, _, matched_keywords in self.keyword_lines:
for matched_keyword in matched_keywords:
severity = matched_keyword['severity']
if severity != ‘'exclude':
keyword_counts[severity] += 1
summary_text = ""
for severity, count in keyword_counts.items():
if severity != 'exclude':
summary_text += f"{severity.capitalize()}: {count}, "
summary_text = summary_text.rstrip(", ")
print(keyword_counts)

self.summary_label.config(text=summary_text)

def run(self):
# Start the main event Loop
self.master.mainloop()

== '__main__":
root = tk.Tk()
analyzer = LogFileAnalyzer(root)

# Check 1if the program was opened with a .log file

import sys

if len(sys.argv) > 1 and sys.argv[1l].lower().endswith('.log"):
log file_path = sys.argv[1]
analyzer.open_log_file(log file_path)

analyzer.run()
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APPENDIX B: SAMPLE KEYWORDS.CSV FILE

Below is a sample Keywords.csv file. It only contains a selected list of .log issues, so you will need to add in your own
keywords to make it function properly. This list of keywords below is only provided for demonstration and studying
purpose. | have also added my definition for each level of log messages into the body of this file. You can remove
them to slightly increase performance.

Filename: Keywords.csv

Path: c:\temp\

Body:

severity, keyword,case_sensitive,color

Critical,"(Critical log message that would terminate SAS execution or highly possibly affect the outcome of the
program, required to be fixed)",Y,red

Critical,ERROR:,Y,red

Critical,FATAL,Y,red

Critical,NOTE: The SAS System stopped,Y,red

Critical,NOTE: DATA STEP stopped due to looping,y,red

Critical, NOTE: Division by zero,y,red

Warning,(Warning log message that has possibility of impact on output and should be fixed),Y,darkorange4
Warning,is uninitialized,n,darkorange4

Warning, WARNING:,Y,darkorange4

Warning,NOTE: MERGE statement has more than one,y,darkorange4

Warning,NOTE: Numeric values have been converted to character,y,darkorange4

Warning,NOTE: Character values have been converted to numeric,y,darkorange4

Review,(For custom queries coming from Macro or user defined checks that would require manual review
efford),Y,blue

Review,Review_Duplicate:,n,blue

Review,Review_SpecialCharacter:,n,blue

Review,Review_Reminder:,n,blue

Information,"(For custom log massge that is informational only, lowest level of check)",y,green
Information,FYI(,y,green

Exclude,(any log message identify with below keyword would be excluded from summary regardless of message
leve),y,black

Exclude,put warning,n,black

Exclude,put error,n,black

Exclude,%put err,n,black

APPENDIX C: SAMPLE BATCH FILE

Below sample batch file includes several placeholders of SAS program executions and a launch command for
ReadLog Utility at the end. Before setting up the PATH environmental variable to direct .log execution to readlog.exe,
you will have to call with the full path of the readlog.exe. Notice that this command is not compatible with Demo
Version 0.1 (first demo).

Filename: Test_Batch_File.bat
Path: c:\temp\testlog\

Body:

SAS test_program_1.sas

SAS test_program_2.sas

SAS test_program_3.sas

C:\temp\readlog_demo.exe test_program_1.log test_program_2.log test_program_3.log
This batch file will batch run the first 3 SAS programs within the executed folder, and launch Readlog.exe to analyze
their log files.
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